# Day22

今日主要内容：

1. 并行与并发
2. 两种线程的实现方式
3. 线程中常的方法
4. 线程安全问题

## 程序、进程、线程三个概念

程序：是以文件形式存储在磁盘上。是一个静态方式

进程：进程（Process）是计算机中的程序关于某数据集合上的一次运行活动，是系统进行资源分配和调度的基本单位。

线程：是进程的一个单一控制流程，是进程执行的最小单位。一般情况下，一个进程可以分配好多任务，每个任务就是一个线程。

## 并行与并发

并行： 多个任务要同时运行（有多个CPU）,每个任务都运行在不同的Cpu上。并行编程。

并发： 多个任务同时发起请求，（cpu） 在某一个时刻，只一个任务（线程）在cpu中执行。

Cpu并发执行线程图
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并发与并行图：

![](data:image/png;base64,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)

在某一个时刻只有一个交点，就是并发，如果有多个交点就是并行。

并发提升了Cpu的利用率。对于线程来讲，效率降低了。

所谓并发其实解决不同硬件之间速率不同的问题。

Cpu去执行了一个线程，该线程去硬盘上读取一个数据。此时cpu不会等待该线程读取数据，而是切换到其它线程上去执行。Cpu是不能空闲的。不能出出现高昂的设备去等待低廉的设备。

## 两种线程的实现方式

### 第一种继承的方式

1. 写一个类去继承Thread
2. 去实现run方法，是线程启动后要运行任务。要运行的代码
3. 创建一个线程对象
4. 调用它的start方法进行启动

第二种是实现Runnable接口

1. 写一个类去实现Runnable接口
2. 实现Runnable接口中的run方法
3. 创建一个线程对象，把我们的要执行的任务，绑定到线程中
4. 启动线程。

|  |
| --- |
| public class DemoThreadOne {    public static void main(String[] args) {    //新建了一个线程对象而已  //Thread01 t1=new Thread01();  //t1.start(); //这时该线程才有可能被cpu执行    //创建一个任务对象  MyTask mt=new MyTask();  //把任务对象绑定到一个线程上  Thread t2=new Thread(mt);  //启动线程  t2.start();      }  }  class Thread01 extends Thread{    public void run() {  //写该线程要执行的代码  for(int i=1;i<=200;i++)  System.out.println("运行了"+i);  }    }  class MyTask implements Runnable{  @Override  public void run() {    //任务所要执行的内容  System.out.println("执行了Runnable中的run方法");  }    } |

线程的二种实现方式有什么区别？

1. 继承方式：

如果一个类去继承Thread，你这个类就不能去再继承其它类。我们的任务和线程对象高度耦合，扩展性差。

1. 实现Runnable接口的方式

如果一个类去实现Runnable接口，该类还可以去继承其它类，我们的任务与线程对象进行了耦合度比较低，扩展性较强。这种方式可以被多个线程去执行同一个任务。还可以为多个线程共享资源，方便的实现线程之间的数据交换。

### 还可以通过匿名内部类的方式创建线程

|  |
| --- |
| public class DeThreadTwo {    public static void main(String[] args) {    new Thread() {    public void run() {  System.out.println("aaaa");  }  }.start();    new Thread(new Runnable() {    public void run() {  System.out.println("bbbb");  }    }).start();      }  } |

### 如何获取线程的名子

1. getName()方法，可以获取线程的名子
2. 默认情况下线程的名子叫 thread-xx xx表示整型数 如0,1,2
3. 实现了Runnable接口的作任中不能直接使用getName

可以使用Thread类中的静态方法currentThread()，获取当前线程对象。

然后就可以使用该线程对象去调用getName方法来获取线程名子

|  |
| --- |
| public class DemoThreadThree {    public static void main(String[] args) {  //创建线程对象  MyThread01 mt01=new MyThread01();  //启动线程，只有启动了线程，该线程才能在cpu的队列中排队  mt01.start();  String threadName=mt01.getName();    //由main所有的线程打印的mt01线程的名子  System.out.println(threadName);    new Thread() {    public void run() {  System.out.println("bbb");  //线程对象本身调用了getName方法，获取了自己线程名子  System.out.println(getName());  }  }.start();      }  }  class MyThread01 extends Thread{    public void run() {  System.out.println("aaa");  }  } |

### 设置线程的名子

在thread中有一个setName方法可以设置线程的名子,

可以在起动线程之前或之后都可以设置线程的名子

|  |
| --- |
| public class DemoThreadFour {    public static void main(String[] args) {    Thread td=new Thread() {    public void run() {  System.out.println("-----aaa");  System.out.println(getName());  }  };    td.setName("线程10");  //启动线程  td.start();  //main线程设置td线程的名子  //td.setName("线程100");    }  } |

练习:

获取执行main方法线程的名子

获取垃圾回收对象的线程的名子

|  |
| --- |
| public class DemoThreadFive {    public static void main(String[] args) {  //获取执行main方法线程的名子  String mainName=Thread.currentThread().getName();  System.out.println(mainName);    for(int i=1;i<999999;i++) {  new Demo();  }    }  }  class Demo{    @Override  protected void finalize() throws Throwable {  String threadName=Thread.currentThread().getName();  System.out.println(threadName);  }    } |

### 线程的阻塞

1. Thread类中提供了一个sleep(整型值)方法，让线程休息或阻塞一定的时间。整型值的设置，单位ms sleep(10) sleep(3000),通过设置休息时间，可以在调试代码时，显示指定的效果。只要线程阻塞cpu就会立刻切换到其它线程。

异常处理：InterruptedException 编译时异常

如果该异常在普通方法中，可以捕获try{} catch{} 或对外进行声明

如果在线程的run方法中只能捕获

|  |
| --- |
| public class DemoThreadSix {    public static void main(String[] args) throws InterruptedException {    Thread td=new Thread() {    public void run() {  for(int i=1;i<1000;i++) {  System.out.println("aaa===="+i);    }    }  };  td.start();    for(int i=1;i<10;i++) {  System.out.println("bbbbb======"+i);  Thread.sleep(50);  }      }  }  class MyThread05 extends Thread{    public void run() {    System.out.println("ccc");  try {  Thread.sleep(10);  } catch (InterruptedException e) {  e.printStackTrace();  }  }  } |

### 守护线程

守护线程（用户线程、后台线程）就守护正线程的运行，为正常线程（核心线程）提交良好运行服务。如果正常线程都运行完毕了，守护线程也就没有存在的必要了，过一段时间之后，程序将退出。

如果想把一个线程设置成一个守护线程：**[setDaemon](mk:@MSITStore:C:\\Users\\Administrator\\Desktop\\JDK_API_1_6_zh_CN.CHM::/java/lang/../../java/lang/Thread.html" \l "setDaemon(boolean))**(boolean on)如果为 true，则将该线程标记为守护线程。

判断一个线程是否为守护线程：**[isDaemon](mk:@MSITStore:C:\\Users\\Administrator\\Desktop\\JDK_API_1_6_zh_CN.CHM::/java/lang/../../java/lang/Thread.html" \l "isDaemon())**() 返回true表示守护线程

|  |
| --- |
| public class DemoThreadSeven {    public static void main(String[] args) {    Thread td=new Thread() {  public void run() {  while(true) {  System.out.println("我一直为大家提供服务...");  }  }  };  //设置td为守护线程  td.setDaemon(true);  //启动线程  td.start();    for(int i=1;i<1000;i++) {  System.out.println(Thread.currentThread().getName()+"======"+i);  }    }  } |

练习: 测试执行垃圾回收的线程是否为守护线程。

|  |
| --- |
| public class DemoThreadEnghit {  public static void main(String[] args) {  new Gar();  System.gc();//手动调用垃圾回收器}  }  class Gar{    @Override  protected void finalize() throws Throwable {  //获取当前执行的线程对象  Thread currentThread=Thread.currentThread();  System.out.println(currentThread.isDaemon());    }  } |

### 线程的优先级

通过**[setPriority](mk:@MSITStore:C:\\Users\\Administrator\\Desktop\\JDK_API_1_6_zh_CN.CHM::/java/lang/../../java/lang/Thread.html" \l "setPriority(int))**(int newPriority) 可以设置线程的优先级，一共有10级别

最小的级别为1 默认级别为5 最大级别为10

**[MAX\_PRIORITY](mk:@MSITStore:C:\\Users\\Administrator\\Desktop\\JDK_API_1_6_zh_CN.CHM::/java/lang/../../java/lang/Thread.html" \l "MAX_PRIORITY)** 线程可以具有的最高优先级。

**[MIN\_PRIORITY](mk:@MSITStore:C:\\Users\\Administrator\\Desktop\\JDK_API_1_6_zh_CN.CHM::/java/lang/../../java/lang/Thread.html" \l "MIN_PRIORITY)**线程可以具有的最低优先级

**[NORM\_PRIORITY](mk:@MSITStore:C:\\Users\\Administrator\\Desktop\\JDK_API_1_6_zh_CN.CHM::/java/lang/../../java/lang/Thread.html" \l "NORM_PRIORITY)**分配给线程的默认优先级

高优先级的线程运行的机会可能会多一点。（在前半段时间内，先运行高优先级的线），低优先级的线程会少一点（在后半段时间它会运行的多一点）。

|  |
| --- |
| public class DemoThreadNine {    public static void main(String[] args) {    Thread t1=new Thread() {    public void run() {    for(int i=1;i<=200;i++) {  System.out.println(getName()+"......."+i);  }  }  };  //设置线程的优先级  t1.setPriority(Thread.MAX\_PRIORITY);  //设置线程名子  t1.setName("高优先级的线程");    Thread t2=new Thread() {    public void run() {    for(int i=1;i<=200;i++) {  System.out.println(getName()+"======="+i);  }  }  };  //设置线程的优先级  t2.setPriority(Thread.MIN\_PRIORITY);  //设置线程名子  t2.setName("低优先级的线程");    t2.start();    t1.start();    }  } |

## 线程的安全问题

某段代码在没有执行完的情况下，cpu就可以被其它线程抢走了，导入我们的代码没执行完，会数据错误发生。

前提条件：是多个线程共享同一个资源，这个资源具有完整性和原子性。

|  |
| --- |
| public class DemoThreadTen {    public static void main(String[] args) {    MyTask100 mt100=new MyTask100();  Thread t1=new Thread(mt100,"线程A");  Thread t2=new Thread(mt100,"线程B");  t1.start();  t2.start();    }  }  class MyTask100 implements Runnable{  int money=0;  public void run() {  for(int i=1;i<=10000;i++) {  //线程A  money=money+1;  }  System.out.println(Thread.currentThread().getName()+"==="+money);  }    } |

使用同步代码块来解决此问题 ，同步代码块的语法:

synchronized (锁对象) {

//受保护的代码

//具有完整性的代码

}

当Cpu想去执行同步代码块中的代码时，首先要获取锁对象，获取锁对象之后就可以执行同步代码块中的代码了，此时cpu不会切换到跟我使用相锁的对同步块中去执行代码。

解决线程安全使用同步代码块案例：

|  |
| --- |
| public class DemoThreadPrint {    public static void main(String[] args) {    Printor p=new Printor();  Thread t1=new Thread() {    public void run() {  while(true) {  p.print1();  }  }  };    Thread t2=new Thread() {    public void run() {  while(true) {  p.print2();  }  }  };    t1.start();  t2.start();    }  }  class Printor{    //Object obj=new Object();  public void print1() {    //这个锁对象必须是同一个对象  synchronized (this) {  System.out.print("中");  System.out.print("公");  System.out.print("教");  System.out.println("育");  }  }    public void print2() {    synchronized (this) {  System.out.print("优");  System.out.print("就");  System.out.println("业");  }  }  } |

同步方法:我们可以设置一个方法为同步方法。就是给这个方法加上一个锁对象

其实，同步方法是同步块的一种简化。

同步方法的格式:

访问控制符 修改符 同步关键字 返回值 方法名(参数){

}

对于同步方法，如果该方法是一个非静态的，使用的锁就是this,

如果方法是一个静态的方法，如果要加锁应使用该的Class类的对象 XXX.class

**对于静态方法的同步锁案例**

|  |
| --- |
| public class DemoThreadPrint {    public static void main(String[] args) {    Printor p=new Printor();  Thread t1=new Thread() {    public void run() {  while(true) {  p.print1();  }  }  };    Thread t2=new Thread() {    public void run() {  while(true) {  p.print2();  }  }  };    t1.start();  t2.start();    }  }  class Printor{    //Object obj=new Object();  //Printor.class  public static synchronized void print1() {  /\*  //这个锁对象必须是同一个对象  synchronized (this) {  System.out.print("中");  System.out.print("公");  System.out.print("教");  System.out.println("育");  }\*/    System.out.print("中");  System.out.print("公");  System.out.print("教");  System.out.println("育");  }    public void print2() {    synchronized (Printor.class) {  System.out.print("优");  System.out.print("就");  System.out.println("业");  }  }  } |

### 死锁

A线程需要甲资源，拥有乙资源，B线程需要乙资源，拥有甲资源，两条线程都不肯释放自己的资源，同时也需要其它资源，程序就无法运行了。

|  |
| --- |
| public class DemoThreadLock {    public static void main(String[] args) {    Thread t1=new Thread("A哲学家") {    public void run() {  while(true) {    synchronized ("A筷子") {  System.out.println(getName()+" 拥用A筷子，等待B筷子");  synchronized ("B筷子") {  System.out.println(getName()+" 可以疯狂的吃饭");  }    }  }    }  };    Thread t2=new Thread("B哲学家") {    public void run() {  while(true) {    synchronized ("B筷子") {  System.out.println(getName()+" 拥用B筷子，等待A筷子");  synchronized ("A筷子") {  System.out.println(getName()+" 可以疯狂的吃饭");  }    }  }    }  };    t1.start();  t2.start();  }  } |

解决死锁的原因是因为使用同步块嵌套，在我们编程时尽量不要使用同步块嵌套，来避免死锁的发生。

经典案例：销售火车票示例

假设有三个窗口来销售，同一个列车中的火车票。

这个三个窗口用三个线程来模拟。

票数字来表示，假设这班列车有100票

|  |
| --- |
| public class TicketDemo {    public static void main(String[] args) {      Ticket t1=new Ticket("A窗口");  Ticket t2=new Ticket("B窗口");  Ticket t3=new Ticket("C窗口");  t1.start();  t2.start();  t3.start();    }      }  class Ticket extends Thread{    static int index=100;    public Ticket(String name) {  super(name);    }  public void run() {    while(true) {  synchronized (Ticket.class) {    if(index<1) {  break;  }    try {  Thread.sleep(30);  } catch (InterruptedException e) {  e.printStackTrace();  }    index--;  System.out.println(getName()+"卖了1张票,还剩下"+index);  }    }    }    } |